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Responsibility-Driven Design

Designing systems in terms of object 
responsibilities, roles, and collaborations	


!

• Action responsibilities	


• Knowledge responsibilities 



Design Patterns

Named and well-known problem/solution 
pairs that can be applied in new contexts, 
with advice on how to apply them in novel 
situations 
!

Design patterns help during responsibility 
assignment in RDD 



Advantages of Patterns

• They support chunking and incorporating 
a concept into our understanding and 
memory	


!

• They facilitate communication	




Established Design Patterns

• Creator	


• Information Expert	


• Low Coupling	


• Controller	


• High Cohesion

• Polymorphism	


• Pure Fabrication	


• Indirection	


• Protected Variation	


• …	




Creator Pattern

P: Who creates a new instance of some class 
A?	


S: Class B get the responsibility if:	


- B “contains” or compositely aggregates A,	


- B closely uses A, or	


- B has the initializing data for A instances	




Monopoly Game



Who should create the squares?



Who should create the squares?



Information Expert Pattern

P: How to assign responsibilities to objects?	


!

S: Assign a responsibility to the class that 
has the information needed to fulfill it	




Who should return a 
square, given its name?



Applying the IE Pattern



Low Coupling Pattern

P: How to reduce the impact of change?	


!

S: 	


• Assign responsibilities so that 
(unnecessary) coupling remains low	


• Use this principle to evaluate 
alternatives



Not Applying Low Coupling



Observation

• Low Coupling is one of the most 
important goals in design	


• It tends to reduce time, effort and 
defects in software evolution	


• It is supported by Information Expert	




Controller Pattern
P: Which object beyond the UI layer first 
receives and coordinates a system operation?	

!

S: Assign the responsibility to an object 
representing:	


- the overall system, a root object, (facade 
controller)	


- a use case scenario within which the 
system operation occurs (session 
controller)	




System Sequence Diagram 



Who should be the controller 
of playGame?



Who should be the controller 
of playGame?



Who should be the controller 
of playGame?



High Cohesion Pattern

P: How to keep objects focused, manageable, 
and understandable?	

!

S: 	


• Assign responsibilities so that the 
cohesion of an object remains high	


• Use this principle to evaluate 
alternatives



Cohesion

Informally, a measure of	


• how functionally related the operations 
of a software component are	


• how much work a software 
component is doing



Cohesion

!

• Bad cohesion and high coupling are 
positively correlated	


!

• All other things being equal, a design 
with higher cohesion is preferable



Who has higher cohesion?
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